![SQLite Logo](data:image/jpeg;base64,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)  
**What is SQLite?**

SQLite is an **Open Source database**. SQLite supports standard relational database features like SQL syntax, transactions and prepared statements. The database requires limited memory at runtime (approx. 250 KByte) which makes it a light weight database to embed into other runtimes.

SQLite supports the data types TEXT (like String in Java), INTEGER (like long in Java) and REAL (like double in Java).

All other types must be converted into one of these fields before getting saved in the database.

SQLite is different from most other SQL database engines in that its primary design goal is to be simple:

1. Simple to administer
2. Simple to operate
3. Simple to embed in a larger program
4. Simple to maintain and customize

**Features of SQLite**

1. **Zero configuration** – SQLite does not need to be installed as there is no setup procedure to use it.
2. **Serverless** – SQLite is not implemented as a separate server process.
3. **Stable Cross-Platform Database File** – The SQLite file format is cross-platform. A database file written on one machine can be copied to and used on a different machine with a different architecture.
4. **Single Database File** – A SQLite database is a single ordinary disk file that can be located anywhere in the directory hierarchy.
5. **Compact** – When optimized for size, the whole SQLite library with everything enabled is less than 400KB in size

**Advantages of using SQLite**

1. There is no file parsing and no need to generate code to read/write/update the file.
2. Content can be accessed and updated using powerful SQL queries, greatly reducing the complexity of the application code.
3. The content can be viewed using third-party tools like Toad.
4. The application file is portable across all operating systems, 32-bit and 64-bit and big- and little-endian architectures.
5. Content is updated continuously and atomically so that there is no work lost in the event of a power failure or crash.

### Well Known Users of SQLite

Adobe Mozilla Google McAfee Skype PHP Microsoft

**SQL Commands**

Create, Read, Update and Delete (CRUD) operations in SQLite DB

1. **Command to create a table**

**Syntax**

Create table <table-name> ( col-name data-type, col-name data-type, ….n);

SQLite supports the data types TEXT (like String in Java), INTEGER (like long in Java) and REAL (like double in Java).

**Example:**

Create table Empoyee (Id INTEGER, Name TEXT, Salary REAL);

1. **Command to insert data into a table**

**Syntax**

Insert into <table-name> values (val1,val2,val3,…..n);

**Example**

Insert into Employee values (1212, ’Adwaith’, 1500000.00);

**Note: - TEXT** must be enclosed in single quotations.

1. **Command to Update data in a table**

**Syntax**

Update <table-name> set col1 = value, col2 = value, ….n where condition;

**Example**

Update Employee set Salary=1800000.00 where id=1212;

1. **Command to Delete data from a table**

**Syntax**

Delete from <table-name> where condition;

**Example**

Delete from Employee where id=1212;

1. **Command to Read set of data from a table**

**Syntax**

Select \* from <table-name> ;

**Example**

Select \* from Employee;

**Syntax**

**Select \* from <table-name> where condition;**

**Example**

Select \* from Employee where id = 1212;

**Syntax**

Select <col1>, <col2> from <table-name> where condition;

**Example**

Select Name, Salary from Employee where Id = 1212;

**SQLiteOpenHelper class (public abstract class)**

The **android.database.sqlite.SQLiteOpenHelper** class is used for database creation and version management.

For performing any database operation, you have to provide the implementation of **onCreate()** and **onUpgrade()** methods of SQLiteOpenHelper class.

**Constructor of SQLiteOpenHelper class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| **SQLiteOpenHelper(Context context, String name, SQLiteDatabase.CursorFactory factory, int version)** | Creates an object for creating, opening and managing the database. |
|  |  |

**Methods of SQLiteOpenHelper class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| **public abstract void onCreate(SQLiteDatabase db)** | Called only once when database is created for the first time. |
| **public abstract void onUpgrade(SQLiteDatabase db, int oldVersion, int newVersion)** | Called when database needs to be upgraded. |
| **public synchronized void close ()** | Closes the database object. |
| **public void onDowngrade(SQLiteDatabase db, int oldVersion, int newVersion)** | Called when database needs to be downgraded. |

**SQLiteDatabase class**

It contains methods to be performed on sqlite database such as create, update, delete, select etc.

**Method of SQLiteDatabase class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| **void execSQL(String sql)** | Executes the sql query not select query. |

**Java Snippet to creating a table (src/package/filename.java)**

**public** **class** DBClass **extends** SQLiteOpenHelper

{

**static** String *DATABASE\_NAME* = "Sample";

**static** **int** *DATABASE\_VERSION* = 1;

**public** DBClass(Context context)

{

**super**(context, *DATABASE\_NAME*, **null**, *DATABASE\_VERSION*);

}

@Override

**public** **void** onCreate(SQLiteDatabase db)

{

String qry = "create table tableone(id integer,name text,avg real,total integer)";

db.execSQL(qry);

}

@Override

**public** **void** onUpgrade(SQLiteDatabase db, **int** oldVersion, **int** newVersion)

{

// **TODO** Auto-generated method stub

}

}

**Java Snippet (src/package/MainActivity.java)**

@Override

**protected** **void** onCreate(Bundle savedInstanceState)

{

**super**.onCreate(savedInstanceState);

setContentView(R.layout.*activity\_main*);

DBClass d= **new** DBClass(getApplicationContext());

}

**Java Snippet to inserting a row into table (src/package/filename.java)**

**public** **void** insertData()

{

SQLiteDatabase db = **this**.getWritableDatabase();

String qry = "insert into tableone values(1212,'Ravi',90.25,456)";

db.execSQL(qry);

qry = "insert into tableone values(1213,'Kumar',80.25,400)";

db.execSQL(qry);

qry = "insert into tableone values(1214,'Krishna',70.25,886)";

db.execSQL(qry);

qry = "insert into tableone values(1215,'Mohan',60.25,356)";

db.execSQL(qry);

}

**Note: -** User defined method need to be called explicitly by using reference.

**Example: -** d.insertData();

**getWritableDatabase ()**

Create and/or open a database that will be used for reading and writing. The first time this is called, the database will be opened and **onCreate(SQLiteDatabase)**, **onUpgrade(SQLiteDatabase, int, int)** will be called.

Once opened successfully, the database is cached, so you can call this method every time you need to write to the database. (Make sure to call [close()](http://developer.android.com/reference/android/database/sqlite/SQLiteOpenHelper.html#close()) when you no longer need the database.)

After inserting rows to table
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**Java Snippet to update a row in a table (src/package/filename.java)**

**public** **void** updateData()

{

SQLiteDatabase db = **this**.getWritableDatabase();

String qry = "update tableone set avg = 75.5, total=380 where id=1212";

db.execSQL(qry);

}

**Note: -** User defined method need to be called explicitly by using reference.

**Example: -** d.updateData();
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**Java Snippet to delete a row in table (src/package/filename.java)**

**public** **void** deleteData()

{

SQLiteDatabase db = **this**.getWritableDatabase();

String qry = "Delete from tableone where id = 1215";

db.execSQL(qry);

}

**Note: -** User defined method need to be called explicitly by using reference.

**Example: -** d.deleteData();
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**Java Snippet to View rows from table (src/package/filename.java)**

**public** String getAllContacts()

{

String values = "Detail = ";

// Select All Query

String selectQuery = "SELECT \* FROM tableone";

SQLiteDatabase db = **this**.getWritableDatabase();

Cursor cursor = db.rawQuery(selectQuery, **null**);

// looping through all rows and adding to list

**if** (cursor.moveToFirst()) {

**do** {

**int** id = cursor.getInt(0);

String name = cursor.getString(1);

**float** avg = cursor.getFloat(2);

**int** total = cursor.getInt(3);

values= values+"-"+id+"-"+name+"-"+avg+"-"+total+"----";

} **while** (cursor.moveToNext());

}

**return** values; }

**Cursor**

**android.database.Cursor** This interface provides random read-write access to the result set returned by a database query.

**rawQuery (String sql, String[] selectionArgs)**

Runs the provided SQL and returns a **Cursor** over the result set.